
Abstract— Privacy preserving content sharing has become one 
of the most desired feature of most social, mobile or internet 
applications. Today the amount of private data flowing in the 
internet or at rest is bigger than ever before and its size is growing 
with an unpresented pace. Most of the users as well as the 
regulators are concerned about privacy of that data. Most 
applications do not need raw data but instead require some data 
analytics. In reality, desired analytic functions are mostly simple 
ones such as accumulations, mean or average calculations, unions 
or intersections. In this study, we focus on private intersection of 
data owned by different parties without revealing the data that is 
not in the intersection. We propose an efficient method of privacy 
preserving sensitive information sharing that are usable and 
practical in the real world scenarios. Our method guaranties that 
communicating parties learn no information beyond what they are 
required to know. There are wide set of applications ranging from 
social networking to national security using privacy preserving 
data intersection. 

 
Index Terms—Privacy preserving computations, location, 

contact sharing. 

I. INTRODUCTION 
The growing concern related privacy is increasing and many 

people are concerned about their private data as the private data 
is online and readily accessible ever before. Privacy can be 
defined as the ability of an individual/group to separate 
themselves or any information about themselves and to share 
the information selectively. So selective sharing is important. 
Sharing only a selected part of information and to selected set 
of people. So it is important to have a method to achieve this in 
an efficient manner. A common privacy preserving sharing 
example would be a user, Bob wants to find common contacts 
with another user, Alice. However, Alice doesn’t want to share 
her all of the contacts but she is fine showing Bob the common 
contacts. The question of how can they check for common 
contact without revealing their other contacts so the solution to 
this technique is Privacy-Preserving Sharing of Sensitive 
Information (PPSSI). The applications of this simple story 
telling can be mind blowing. For instance, the following are 
some of the direct application: 
• Aviation Safety: There are many secret list with the 

department of Homeland Security. The list like Terror 
Watch list (TWL) [2]. The Department of Homeland 
security depending on these list checks whether any  
passenger on flight from/to USA must be allowed or 

denied. So the information about a flight is given to DHS 
by the airlines. The information surrendered contains a lot 
of private information about the passengers. This includes 
a liability for the innocent passengers. So ideal case should 
be that the DHS should get only the information about the 
passenger which are on any of the watch list and the other 
information should not be disclosed. (For recent incidents 
about sensitive information stolen by government officials 
check [3]). 

• Law Enforcement: For an investigating agency like FBI 
often require to get information about a suspect for various 
places like IRS, DMV, or suspect’s employer. FBI can’t 
disclose the subject of its investigation and all the other 
agencies can’t trust the FBI to extract only relevant 
information and share the whole set of the data which 
includes other unsuspected people. PPSSI method would 
also be beneficial in this use case. 

• Health Care: Hospitals have lot of private information 
regarding their patients but many other department and 
agencies would a particular information regarding a patient 
with disclosing who that patient is. In that case also the 
PPSSI would be useful. 

 
There are many more example in which the PPSSI technique 

would be a perfect fit and would be able to solve many issues. 
Some other examples include Profile Matching algorithm, 
sharing interest from smart phone [1, 5, 6, 7].  
 

 
Fig. 1. Google trends for “privacy violation”. 

Fig. 1 shows the google trends graph on “Privacy violation” 
as a search term. Notice that the privacy awareness are in a 
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rising trend. More people are concerned about privacy more 
than ever before. 

Private set intersection or privacy preserving sharing are 
methods of achieving privacy using cryptographic primitives. 
We take [1] as a baseline where the authors modeled in the form 
of a normal database querying application with a server and a 
client. Where server has the database and client performs query. 
The main building blocks of their protocol were the efficient 
private set intersection (PSI) techniques. We used one of the 
protocol defined in [1] and implemented a working version of 
that protocol into a mobile application to compare contacts 
targeting possible applications including social networks. 

We organize the paper as follows: we briefly explain the base 
protocol in Section II. We go through the implementation 
details in Section III. After discussing some major security and 
performance analysis in Section IV we follow by conclusion in 
Section V. 

II. PPSSI PROTOCOL 
The protocol we refer to in this paper is the protocol designed 

by [1]. We use this protocol to implement as simple common 
contact android application where users can intersect their 
contact privately. Following are three main steps involved in 
the exchange of between client and server.  

1. The Client and server do Oblivious Computation and 
exchange initial parameters.  

2. Using that initial parameters the server will then 
calculate and create the Encrypted Database and send 
that to the client.  

3. Client does the lookup procedure using the initial 
parameters.  
 

Table 1:Notation 

 
 
The main use case  for using our protocol is where there is a 

party, client, who wants to compare his contacts with other 
party called the server. They both want to compare the contacts 
but they don’t want to compromise the information about their 
rest of the contact. Hence the client and server both know the 
structure of contacts database. They both also share a common 
prime number p and a generator g. In order to have a compact 

presentation we summarize the notation used in the protocol in 
Table 1. 

 

 
 

Fig. 2. Online of the PPSSIU approach [1} 

The client and server communicate initially and exchange 
some initial parameter. Then after receiving the initial 
parameter the server generates the EncryptedDatabase called 
EDB and send that to the client. During that time the client 
generates tokens for all its (Attribute, Value) pairs and after 
receiving the EDB the client runs the lookup procedure on the 
EDB. The tokens which match are the common contacts so that 
the client can then decrypt only those contacts. Note that not all 
the encrypted database but only the entries which exist for both 
are revealed and the server would not know the contacts which 
were matched. 
 

 
 

Fig. 3. Oblivious computation of Token(.) using DT10-1 [1,4] 

Figs. 2 and 3 gives the details of the protocol [1] which we 
will be using for the implementation purpose. In step 1 of Fig. 
2, the client and server do the oblivious computation of the 
Token. After step 1 the client has tki = Token (ci), where ci = 
H(attr*i, val*i). The server is not aware of tki. The token is 
calculated using a PSI-DT protocol [4]. In Step 2 the server runs 
EncryptDatabase(EDB) procedure that is described in 
Algorithm 1. The EDB is then sent to client in step3 then finally 
in step 4 client executes the lookup procedure which showed in 
Algorithm 2. Using the token over EDB the client retrieves the 
set of records. 

Oblivious Computation shown in appendix of [5] the authors 
had selected PSI-DT protocol from [4] denoted as DT10-1 
shown in Fig. 3. The token calculation can be summarized in 
short with Eqn. (1). 
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EncryptDatabase procedure is illustrated in Fig. 4. In this 
after the oblivious computation the server encrypts the database 
using Algorithm 1. In this the server shuffles all the records and 
then encrypt each record then for each attribute value pair in the 
record, it calculates the token and using that token it encrypts 
the key and index number of the row encrypted and generate a 
LTable entry with the hash of the token, encrypted key of row, 
and encrypted index. All the encrypted row and Ltable entries 
makeup the Encrypted database. 

 

 
 
After the EDB is generated it is sent to the client, it goes 

through a lookup procedure on the EDB. The Lookup procedure 
is given in Algorithm 2. The lookup procedure is straight 
forward where the client generates its set of token with the 
Attribute value pair that client has. The token generation is done 
after the oblivious computation step is finished. The client loops 
through all the tags which received from the server in the EDB. 
If the token matches it mean that it is an intersection. The client 
decrypts the value of index and key and then using that index it 
extracts the specific record and decrypt it using the key 
extracted from the LTable. 

 

 

 (1) 

III. IMPLEMENTATION  
We have implemented the PPSSI method mentioned in [1] as 

an android application to compare contacts. We use AES (with 
key sizes 128, 192 and 256) encryption [11] and SHA1 hashing 
[12]. During the key generation for AES in android there is a 
issue with android in SecureRandom function. It keeps 
changing whenever the application is restarted so the Secure 
random function used is with a seed string. The SecureRandom 
function works well in Desktop version of Java but when using 
the SecureRandom Function while decryption it failed to 
generate the same key. It gives the Bad Padding Exception [10].  
 

 
 

Fig. 4. Reply from a friend’s request 

The public input are hardcoded into the application. Our 
main objective was to check the performance of the protocol on 
a mobile platform. For development, the Android KitKat was 
used and most of the functions we current and not deprecated. 
The minimum API level for the Network Communication was 
APILEVEL 9. Eclipse with the whole ADT bundle was used 
for the development at the beginning and the during the end of 
development switched to Androids IDE called the Android 
Studio [9][10]. For testing device VMware was used. We 
Installed Android_x86 project ISO in a VMware and connected 
to the VMware using the “adb” connect command. The ram 
allocated to the VM was 1GB and single processor.  

The first thing we developed was client server 
communication on the two mobile devices. So the requirement 
for this app is that both the client and server should be in a same 
network and their IP should be routable. 

When the user open the application, it shows two options 
namely: send request to friend or receive request form friend. If 
the “send req to friend” option is selected then the user will be 
presented by the input box to enter IP address of the other user 
and there will be a button to connect. The “Send req to Friend” 
option is displayed. If the user selects “Recv request from 
friend” then he will be displayed with his own IP address so that 
the other friend can connect using this displayed IP address. The 
“rec req from friend” option is displayed in Fig. 4. In this way 
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the two user are connected. So the one who is sending the 
request in the client in terms of protocol and the other user who 
is receiving the request is the server. Here on for ease of 
explanation the two user will be referred as client and server for 
the rest of this paper.   
 

 
 

Fig. 5. server response 

After the connection is established the client and server carry 
out the oblivious computation. For the initial calculation 
BigInteger [13] is used as it integer and Long datatypes were 
small. Then as the end of oblivious computation the BigInteger 
is converted to long to save memory. During the first testing of 
the app the contacts were hardcoded and both the client and 
server had 6 contacts each with 3 common contacts. For 
understanding and easy debugging purpose there is a message 
box (TextView [14] in Android terms) called console. In 
Console the all the steps taken and progress of protocol is 
displayed (see Fig. 5). 

IV. SECURITY AND PERFORMANCE ANALYSIS  
The authors in [1] do not mention any way of transferring the 

EDB to the client. In Algorithm 1 where the server calculates 
the EDB they encrypt the key and index using the hash of token 
(tag) as key, and tag is one of the entry in the LTable. This 
implies that they are providing the key with the encrypted 
values. Hence the client can access all the records.  
 

 
 

Fig. 6. Client oblivious transfer 

 
 

Fig. 7. Server oblivious transfer 

The protocol execution time is high for larger dataset. For 
around 50 contacts the wait time is around 5 minutes which 
could be frustrating for users and not scalable and for large scale 
systems as seen in Figs. 6 and 7. The major time consuming part 
is oblivious transfer. 

 

 
 

Fig. 8. Client lookup performance 

 
For evaluating the performance of the algorithm, first thing 

we checked is how many contacts it can handle (dataset size). 
So we varied the size of contact list to check the performance 
with respect to the Oblivious Transfer and lookup or EDB 
generating procedure for client and server respectively. There 
was huge difference when the size of dataset increased. But the 
any point the memory requirement did not increase 
significantly as all the calculations were atomic at a time only 
one entry was processed as seen in Figs. 8. More efficient way 
would be to do the calculation in a multithreaded environment 
that will increase a performance but that is a future scope as 
many devices still are single core they might not be able to 
utilize the full potential of multithreading. But there are 
increasing number of devices coming out with multi core CPU. 
So it would be lot faster to implement a multithreaded version 
of this protocol.  
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Fig. 9. Total execution time for client 
 

Figs. 10 and 11 shows that the change in size of AES 
encryption key did not impact the time of execution but we 
noticed that the protocol is not good for scaling because as we 
increase the number of contacts the time taken to execution also 
increased. This is also evident looking at other figures also. All 
the figure had the similar pattern. In Fig. 6 there was an anomaly 
in the time, but the reason for that would be the CPU load if the 
CPU cycles are free then it the execution time is less.  
 
 

 
 

Fig. 10. Total execution time for server 

As there was no way to keep the execution environment 
perfect always there were some time variation seen so they have 
been averaged out. In theory the Key size for AES encryption 
should not change the execution time of algorithm. One more 
thing observed was the time taken by Server to calculate the 
EDB and the time taken by the Client to do the lookup was 
always almost the same. 

V. CONCLUSION 
In this paper we studied a PPSSI protocol and implemented it 
on Android Platform. It was interesting to study the protocol 
and implement the same in an android app because of which we 
got to learn new things about security like the Private set 
intersection approach and PPSSI and learnt how important it is 
to implement the protocol as specified else it may generate more 
security concerns. This approach has some small flaws in terms 

of Security and performance. There is some future scope in 
improving the implementation by using multi-threaded 
approach. There is also need to improve security as the key is 
given in LTable there should be a different approach used to 
share the key. 
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